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Abstract - In this paper the analysis of the known approaches to detection of emergent properties of software system in the context of involvement for this of the software quality models was done. The attempt of evaluation of share of the non-functional requirements in the software quality models was done.
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I. INTRODUCTION

The software quality is essential factor for its successful implementation and exploitation. The researchers of The Standish Group International consider the most significant cause of the low quality of the large software projects. It is the increasing of the number of components (subsystems) and interfaces between them [1]. The result is the fact, that the software incidents and accidents today include the new type of accident, that caused by the components interaction [2]: each component has no defects (meets the requirements to it), but incorrect interaction between components leads to the problems. The improving of the quality and reliability of only separate components of software systems cannot prevent such accidents because their cause is not a failure of individual components.

The decline of the software quality can caused by the neglect of some software peculiarities in the process of software quality evaluation and assurance. The research of modern methodologies of software quality evaluation [3-6] has shown that nowadays they weakly consider the systemic aspect of modern software. In particular the insufficient attention is paid to emergent properties of software (that are an integral feature of the system).

The term "emergent properties" can be found in the number of works that devoted to software, but various authors differently interpreted this term. The analysis of the known definitions of "emergent property" in [7] showed, that emergent properties are properties that cannot be localized in the one component, but are the result of the components interaction.

Henceforth the software emergent properties are the randomly appear properties, that are displayed in the process of the software functioning during the subsystems interaction through interfaces, and if there are the specific data and the external influences.

Henceforth the emergent behavior is the behavior of the software system, which is not typical to any separate subsystem, and emerges only during the interaction of subsystems; the developers didn’t predict this behavior.

The emergent properties are not considered in the current approaches to the software development and the evaluation of its quality. So, these properties lead to permanent integration problems that explain high percentage of non-quality (failed & challenged) software projects [8]. The reasons of the ignoring of the emergent properties have not technological, but methodological nature. Emergent properties should be predicted at the early stages of the software life cycle for the further successful overcoming of the difficulties of software systems integration. But the evaluation and prediction of emergent properties at the early stages of the life cycle is the challenge during the software design, because the emergent properties must be assessed with respect to a thorough knowledge of the system and environment [9].

In addition, the software quality may be low by reason of the insufficient attention is paid to the subject domain information at the different stages of the software life cycle. New information can come at the different life cycle stages – as at the stages of requirements formulation and design, and at the stages of implementation and exploitation. - but it is often neglected. This neglect of subject domain information at the all stages of software life cycle is one of the critical factors during the software development.

During the software project, we often cannot estimate the share of the informational indeterminacy of the project. Identification of the information, that appears in the process of interaction of "subsystems-interfaces-data-external influences", is especially difficult. Identification of future properties of developed software, which will display this information (emergent properties and emergent behavior), is even more difficult task.

There is the situation, characterized by premature design decisions and their documentation, prior to understanding the design and its emergent properties and their impact on the functional characteristics of the product. This is area, referred to as the “knowledge gap,” that is the result of the practice and the root cause of many engineering failures [10].

The fact of partial non-consideration of the subject domain information at the different stages of the software life cycle testifies that the size of knowledge gap is not constant for software project – during the
lifecycle it can increase and decrease, since new information appears and it should be taken into account.

Knowledge gap contains the software emergent properties. The subject domain information may be valuable for prediction and detection of the software systems emergent properties. Such information will reduce the size of the knowledge gap, and detected emergent property ceases to be emergent property. The reducing of the number of software emergent properties will increase software quality.

Thus, the purpose of this work is the analysis of the known approaches of the software emergent properties detection by the use of the software quality models. Because some of the software emergent properties are reflected in the non-functional requirements, it should also analyze the ability of consideration and evaluation of the non-functional requirements in the software quality models.

II. APPROACHES TO DETECTION OF EMERGENT PROPERTIES OF SOFTWARE SYSTEMS

One approach to detection of software emergent properties is the chronological approach as part of Software Process Improvement (SPI). This approach is based on the concept that emergent properties are different from the new properties, because always arise from the prehistory and context of the system. Chronological approach assumes the power increase of the software system and study the behavior of the system over time for analysis of the emergent nature of processes [11].

Another approach to detection of the software emergent behavior is the comparison of software systems with natural groups with emergent behavior - for example, a group of migratory birds or ant colonies [12-16]. The authors of [16] propose the genetic algorithms as a tool for modeling of emergent behavior of system, the authors [12] – the laws of Social Network Analysis (SNA), the authors [14] – agent-based modeling, that focuses on how local interactions among agents serve to create larger and perhaps global structures and patterns of behavior. The modeling efforts for emergent behavior are conceptual and only at the beginning stage for this new endeavor to integrate emergent behavior into architecture models [14].

Paper [17] proposes to use for demonstration of the emergent behavior not only more specialized techniques such as avoiding order n-squared computations and using adaptive optimization, but also approaches and techniques from biological and social systems, physical sciences. Emergent behavior in the form of influence, indirect effects, cascades, and epidemics among the autonomous constituents permeates systems of systems. Emergent behavior cannot be understood from the statistic.

The next approach to prediction of emergent properties is the use of multi-agent formal methods [15]: WSCCS, for that there are no effective tools to aid calculation and interpretation of the emergent behavior of more than two agents and no visualization capabilities exist to aid in the study of the emergent behavior; X-Machines, that has few predictive qualities for emergent behavior of multiple agents. Current abilities of methods are not robust enough for these purposes and will need to be enhanced by greater use of probability, Markov Chains and/or Chaos Theory.

Another approach to detection of emergent properties is UX-aware model for software requirements [18], that shows the relation of functional requirements FR and quality requirements QR to user experience UX. This model emphasizes that requirements can be categorized into layers where higher layers depend on requirements below. Different layers ask for different focus: individual features, emergent properties and end user’s perception.

The next approach to detection of the software emergent properties is the use of the aspect-oriented programming technology [19]. It possible that multiple aspects woven into a primary abstraction class can interact in ways that are difficult to understand and result in emergent behaviors that are unexpected and beyond the composite specification of the woven artifacts. There are four alternatives that must be considered [19], including: the fault is an emergent property that results from some interaction between the aspect and the primary abstraction; the fault is an emergent property of a particular combination of aspects woven into the primary abstraction. New tools are needed that take into the account the effects of weaving and that can identify potential emergent properties.

Objective-based approach to detection of emergent properties of software component-based systems is semantic validation of emergent properties in component-based simulation models [20]. Emergent properties validation focuses on showing that the unexpected behavior is valid (or invalid) for a given set of conditions. In component-based complex systems, emergence validation approaches are classified in three key categories, namely, grammar-based, variable-based and event-based. Authors of [20] simulate the complex system and, at each simulation step, analyze the system state. Then authors compare the simulated system state with a calculated system state using reconstructability analysis. If there is an unacceptable deviation in the observed parameters, the authors highlight this state as a possible emergence state and add it to an emergent set.

The next approach is the use of service-oriented architectures (SOAs) [17, 21]. Author of [21] compares SOAs with Declarative approaches. One might speculate that there is a critical level of behavioral complexity below which it is feasible to program declaratively, but above which the attempt to do so becomes, in effect, an
increasingly chaotic process of “programming by emergent behavior;” that is, an attempt to reach the desired results by manipulating declarative rules, without a predictable connection between rules and results.

Another approach to detection of emergent behavior is based on the information model on SysML language [22]. As an invariant approach [21] is recommended to use the game theory to detection of emergent behavior, but details of these approaches are not considered.

Let’s consider emergent software engineering technologies [23]. The emergent ones include the technologies aiming at automatic composition of software functionalities (on-line or off-line) achieved on account of multi-agent collaboration, the use of webservices, or automatic reasoning. These technologies provide for flexibility and plug-and-play composition of software. The main implementation challenge of component-based engineering is achieving execution properties such as determinism and real-time guarantees when using middleware [23]. It is clear that such predictability (determinism) cannot be achieved until the emergent properties are not detected, because, in fact, they are sources of non-determinism [21].

The paper [21] argues that if one cannot use induction, one might still be able to work from observations of the system’s behavior and reason in reverse (deductively) to infer what actually happened, once something does go wrong. These systems exhibit emergent behavior, and given the deductive inference, there might be some hope of directly removing the causes of their emergent misbehaviors. Jeffrey C. Mogul in [21] proposed the research agenda to deal with emergent misbehavior in complex software systems, that consists: 1) Creating a taxonomy of emergent misbehavior (thrashing, unwanted synchronization, unwanted oscillation or periodicity, deadlock, livelock, phase change, chaotic behavior); 2) Creating a taxonomy of typical causes (unpredicted resource sharing, massive scale, decentralized control, unexpected inputs or loads); 3) Developing detection and diagnosis techniques (Fourier analysis; the system, called Pip); 4) Develop prediction techniques (leaves open the possibility of prediction techniques that operate at the whole-system level, to predict that a system could be prone to some unspecified form of emergent misbehavior and might be possible to predict the onset of serious emergent misbehavior from advance symptoms); 5) Develop amelioration techniques (systematic overprovisioning, admission control, introspection, and closed control loops for adaptation; system predictability can be improved by either by preventing unpredicted component behavior from propagating throughout the system, or by protecting components against unexpected inputs); 6) Develop testing techniques (the conditions that lead to emergent misbehavior are not always knowable or anticipated during testing).

Despite a plethora of definitions and methods, a practical approach to identify and validate emergent properties in newly composed simulation models remains a challenge [20]. There has been active research in defining emergence, all of them explain the nature of emergence and emergent properties, but are not formalized and are not suitable for modeling and prediction of emergent properties. In addition, all approaches are theoretical. There is no statistics about for what projects the approach was used and what effect it has given (as these projects were ended). Therefore formally detection and validation of emergent properties and automation of this process remain a key challenge.

III. SOFTWARE QUALITY MODELS

According to [24] the software quality model is "the set of characteristics, and the relationships between them that provides the basis for specifying quality requirements and evaluation".

Since 2000 the construction of software started to depend on generated or manufactured components and gave rise to new challenges for assessing quality. Consequently the models are classified in Basic Models which were developed until 2000, and those based on components called Tailored Quality Models – Fig.1. In the present age, aspects of communications play an important factor in the quality of software [3].

**Fig.1. Quality Models**

The Basic Models (Mc Call, Boehm, FURPS, Dromey, ISO 9126, ISO 25010) are hierarchical in structure; they can be adjusted to any type of software product and are oriented to the evaluation and improvement [3].

The main characteristic of Tailored Quality Models (Bertoa model, GEQUAMO Model, Alvaro Model, Rawashdeh Model and others) is that they are specific to a particular domain of application and the importance of features may be variable in relation to a general model. They arise from the need of organizations and the software industry for specific quality models capable of doing specialized evaluation on individual components. According to them, the success of the software product strongly depends on the quality of the components [3].
Authors of [25] classify the models according to user’s characteristics. They distinguish three categories of models that correspond to: 1) the level of general public use or specific domain, 2) organizational level that focus on satisfying the interests of a specific organization, and 3) the level project that applies to a specific project to ensure quality. There are two strategies for software quality modeling: 1) fixed model approaches; 2) define-your-own model approaches [25].

Ayala [26] establishes a process to select software components. The study concludes with varying results. One of them was discovering the use of informal procedures to find, evaluate and choose components, and hence there exists the need for methods to do components selection and support tools to help in it.

The major contribution of the McCall model was to considerer relationships between quality characteristics and metrics. The main drawback of it is the low accuracy in the measurement of quality and non-consideration of the functionality [3]. Boehm establishes large-scale characteristics that constitute an improvement over the Mc Call model because adds factors at different levels [3]. The Dromey model is based on the perspective of product quality. It states that for a good quality product, all the elements that constitute it, should be so. The quality evaluation for each product is different and a more dynamic evaluation is established [3]. The FURPS model categorizes the characteristics as functional and non-functional [3]. The ISO 9126 model has two main parts consisting of: 1) the attributes of internal (the system properties that can be evaluated without executing) and external (the system properties that can be assessed by observing during its execution) quality; 2) the quality in use attributes [3].

Model ISO 25010 is subdivided into 8 sub key features and characteristics. One of its main objectives is to guide in the development of software products with the specification and evaluation of quality requirements [3].

The Bertoa model is based on the ISO 9126. It defines a set of quality attributes for the effective evaluation of the software. It discriminates those features that make sense for individual components [3]. The model GEQUAMO (Generic, Multilayered and Customizable Model) by E.Georgiadou consists of the gradual breakdown into sub layers of features and characteristics and is intended to encapsulate the various user requirements in a dynamic and flexible way. In this form the user (end user, developer, and manager) can build their own model reflecting the emphasis (weight) for each attribute and/or requirement [3]. Alvaro model considers a framework for the certification of software components in order to establish the elements of quality components [3]. Rawashdeh Model has as main objective the needs of different types of users. It has been influenced by the ISO 9126 and Dromey [3]. The models are either product oriented (GEQUAMO), or for particular domains (Bertoa) or adapted from the point of view of a user (Rawashdeh) [3].

Models for assessing the quality of Free Software products adapt models like ISO-9126, adding some particular aspects of Free Software. The ideal model that captures all aspects of quality in a free software product has not been defined yet [3]. CapGemini Open Source Maturity Model is based on the maturity of the product and is set according to maturity indicators [3]. OpenBRR Model was influenced by the CapGemini and ISO 9126. In this context identifies categories that are important for evaluating open software. It has seven categories and thereby accelerates the evaluation process, ensuring better choices with a small set [3]. SQO-OSS is a hierarchical model that evaluates the source code and the community process allowing automatic calculation of metrics. It differs from others in the following aspects: focus to the automation; is the core of a continuous quality monitoring system and allows automatic metrics collection; it doesn’t evaluate functionality; it focuses on source code; considers only the community factors that can be automatically measured [3]. The QualOSS model states that quality is highly depending on the context in which it is used an the purposes that a company pursues with it [3].

Table 1 shows the main characteristics and subcharacteristics of the Basic, Tailored quality models and models for assessing the quality of Free software.

<table>
<thead>
<tr>
<th>№</th>
<th>Software quality model</th>
<th>Characteristics and subcharacteristics</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>2</td>
<td>3</td>
</tr>
<tr>
<td>---</td>
<td>-----------------------------------------------------------------</td>
<td>-----------------------------------------------------------------</td>
</tr>
<tr>
<td>3</td>
<td>Dromey</td>
<td>Functionality, Reliability, Maintainability, Efficiency, Reuseability, Portability</td>
</tr>
<tr>
<td>4</td>
<td>FURPS</td>
<td>Functionality: joint of characteristics, capacities, security. Usability: human factors, aesthetic, documentation of the user, material of training. Reliability: frequency and severity of failures, recovery to failures, time among failures. Performance: velocity, efficiency, availability, time of answers, time of recovery, utilization of resources. Supportability: testability, extensibility, adaptability, maintainability, compatibility, configurability, serviceability, instability, localizability</td>
</tr>
<tr>
<td>8</td>
<td>GEQUAMO</td>
<td>Functionality. Usability: learnability, understandability, consistency</td>
</tr>
</tbody>
</table>
The research of software quality models has shown, that nowadays they (especially Tailored Quality Models) weakly consider the systemic aspect of modern software. In particular the insufficient attention is paid to emergent properties of software (that are an integral feature of the system). The software quality models (especially Tailored quality models) are aimed at the evaluation and improvement of the quality of the separate components. But the systems analysis shows that the functions of the system is not the simple sum of the functions of system components, and the presence of the emergent (integrative) properties are one of the most important features of the system [27, 28]. So, the use of systems analysis is the prospective tool for development of the new software quality model with the ability of detection and evaluation of the software emergent properties.

IV. THE SHARE OF NON-FUNCTIONAL REQUIREMENTS IN THE SOFTWARE QUALITY MODELS

The non-functional requirements include the degree of internal indeterminacy (degree of subjectivity) [29] and are formulated at the system level [29-31] therefore they reflect some of the emergent properties of software systems. The list of non-functional requirements according to [32] are: quality, complexity, performance, maintainability, safety, reliability, security, interoperability, dependability.

Then the set of the software non-functional requirements is: \( \text{SEP} = \{ \text{sep}_1, \ldots, s \in \text{p} \} \), where \( \text{sep}_1 \) = quality, \( \text{sep}_2 \) = complexity, \( \text{sep}_3 \) = performance, \( \text{sep}_4 \) = maintainability, \( \text{sep}_5 \) = safety, \( \text{sep}_6 \) = reliability, \( \text{sep}_7 \) = security, \( \text{sep}_8 \) = interoperability, \( \text{sep}_9 \) = dependability.

The set of the software quality model is:

\[
\text{SQM} = \{ \text{QM}_{\text{McCall}}, \text{QM}_{\text{Boehm}}, \text{QM}_{\text{Dromey}}, \text{QM}_{\text{OpenBRR}}, \text{QM}_{\text{FURPS}}, \text{QM}_{\text{GEQUAMO}}, \text{QM}_{\text{QualOSS}}, \text{QM}_{\text{OpenBRR}}, \text{QM}_{\text{SQO-OSS}}, \text{QM}_{\text{QualOSS}} \}
\]

where \( \text{QM}_{\text{McCall}} \) = McCall model, \( \text{QM}_{\text{Boehm}} \) = Boehm, \( \text{QM}_{\text{Dromey}} \) = Dromey, \( \text{QM}_{\text{FURPS}} \) = FURPS, \( \text{QM}_{\text{GEQUAMO}} \) = GEQUAMO, \( \text{QM}_{\text{Alvaro}} \) = Alvaro, \( \text{QM}_{\text{Rawashdeh}} \) = Rawashdeh, \( \text{QM}_{\text{CapGemi}} \) = CapGemini.

Open Source Maturity Model, \( \text{QM}_{\text{OpenBRR}} \) - OpenBRR, \( \text{QM}_{\text{SQO-OSS}} \) - SQO-OSS, \( \text{QM}_{\text{QualOSS}} \) - QualOSS. Each software quality model is the set of characteristics and subcharacteristics that listed in Table1.

The software quality model should provide the ability of prediction of the largest possible number of the non-functional requirements with purpose of the reduce of their negative impact of the emergent properties. Each quality model considers not all but only some of the non-functional requirements. The following rules are developed with purpose of the evaluation of the quality models regarding the consideration of non-functional requirements:

\[
s_{\text{QM}_{\text{McCall}}} = s_{\text{QM}_{\text{McCall}}} + 1 \text{ if } (\text{sep}_i \in \text{QM}_{\text{McCall}}), \quad i = 1.9 ;
\]

\[
s_{\text{QM}_{\text{Boehm}}} = s_{\text{QM}_{\text{Boehm}}} + 1 \text{ if } (\text{sep}_i \in \text{QM}_{\text{Boehm}}), \quad i = 1.9 ;
\]

\[
\cdots
\]

\[
s_{\text{QM}_{\text{QualOSS}}} = s_{\text{QM}_{\text{QualOSS}}} + 1 \text{ if } (\text{sep}_i \in \text{QM}_{\text{QualOSS}}), \quad i = 1.9 ;
\]

\[
\text{QM}_{\text{QualOSS}} \subseteq \text{SQM}
\]

According to these rules, we will obtain the number of the non-functional requirements that can be considered and evaluated by the software quality model – Table 2:

<table>
<thead>
<tr>
<th>Non-functional requirements</th>
<th>Software Quality Models (according to Table 1)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>1</td>
</tr>
<tr>
<td>Quality</td>
<td>x</td>
</tr>
<tr>
<td>Complexity</td>
<td></td>
</tr>
<tr>
<td>Performance</td>
<td></td>
</tr>
<tr>
<td>Maintainability</td>
<td>x</td>
</tr>
<tr>
<td>Safety</td>
<td></td>
</tr>
<tr>
<td>Reliability</td>
<td>x</td>
</tr>
<tr>
<td>Security</td>
<td></td>
</tr>
<tr>
<td>Interoperability</td>
<td>x</td>
</tr>
<tr>
<td>Dependability</td>
<td></td>
</tr>
<tr>
<td>Total score</td>
<td>4</td>
</tr>
</tbody>
</table>

TABLE 2

NUMBER OF THE NON-FUNCTIONAL REQUIREMENTS THAT ARE CONSIDERED AND EVALUATED BY THE SOFTWARE QUALITY MODELS

“COMPUTER SCIENCE & INFORMATION TECHNOLOGIES” (CSIT’2015), 14-17 SEPTEMBER 2015, LVIV, UKRAINE
The conducted analysis of the ability of consideration and evaluation of the software non-functional requirements (that reflect some of the emergent properties) by the known software quality models shows, that: 1) all models don’t consider the non-functional requirement “dependability”; 2) there are three software quality models that consider and evaluate the largest number of non-functional requirements: ISO 9126, ISO 25010, Rawashdeh model; 3) these three models consider and evaluate only 6 non-functional requirements of 9 possible.

Further research will focus on: 1) the improvement of the software quality models in terms of the consideration and evaluation of the non-functional requirements, and in terms of the consideration of the subject domain information; 2) the identification of the share of emergent properties that are reflected in the non-functional requirements; 3) the increase of the share of the emergent properties that can be reflected in the non-functional requirements by means of the software quality models.
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